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Introduction

The following project was written in C# targeting the .NET6 framework in Visual Studio 2022 IDE. The goal of the project is to receive a JSON file from the user and convert it to a Glossary object, which is an instance of a custom class that stores the content of a glossary. Below is a class flowchart. Please download the Newtonsoft.Json package. In Visual Studio, click Project > Manage NuGet Packages. Search for “json.” The list of packages should include “Newtonsoft.Json” by James Newton-King.

![](data:image/png;base64,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)

Class Flowchart:
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TestFunctionality Class

The TestFunctionality class composes instances of the FileManagement, Utility, and Glossary classes. It asks the user for a file path to a valid JSON file, then checks the validity of that file using the FileManagement’s validateFile method. After the file is validated, it is converted to Glossary object using the utility class’s createGlossaryObj method. The content of the glossary object is then displayed using the displayContent method in the glossary object.

It then creates a copy of the glossary object by calling the Utility class’s copyGlossaryObjs method. The contents of the copy are edited. The original object contents are then added to the copy. The copy will then contain two distinct GlossDiv objects. The copy’s contents are displayed to the console.

Utility Class

The createGlossaryObj method creates a JSON string using the ReadAllText method in the File class. The JSON string is then passed into the DeserializeObject method of the JsonConvert class, which creates a glossary object populated with the content in the JSON file.

The addGlossaryObjs method adds two glossary objects together. The second glossary object stores their sum.

The copyGlossaryObjs method copies the contents from the first glossary object to the second.

FileManagement Class

The FileManagement class is responsible for verifying the validity of the user input. There is one public method, validateFile, which calls three private methods: verifyFileExtension, verifyFileExists, and verifyFileIsNotEmpty. ValidateFile returns 0 on success and a negative value if the file is not valid.

Glossary Class

The Glossary class has a JsonProperty “glossary” which is an instance of the GlossaryContent class. It also has a public method to display the content to the console.

GlossaryContent Class

The GlossaryContent class has a JsonProperty “title” which is a string. It has a JsonProperty “GlossDiv” which is an instance of the GlossDiv class. It also has a list of GlossDiv objects as well as a public method to display the content to the console.

GlossDiv Class

The GlossDiv class has a JsonProperty “title” which is a string. It has a JsonProperty “GlossList” which is an instance of the GlossList class. It also has a public method to display the content to the console.

GlossList Class

The GlossList class has a JsonProperty “GlossEntry” which is an instance of the GlossEntry class. It also has a list of GlossEntry objects. It also has a public method to display the content to the console.

GlossEntry Class

The GlossaryEntry class has the following JsonProperty strings: ID, SortAs, GlossTerm, Acronym, Abbrev, and GlossSee. It has a JsonProperty “GlossDef” which is an instance of the GlossDef class. It also has a public method to display the content to the console.

GlossDef Class

The GlossDef class has a JsonProperty “para” which is a string. It has a JsonProperty “GlossSeeAlso” which is a list of strings. It also has a public method to display the content to the console.

Example Input:

ExampleJsonFile.json:

{  
 "glossary": {  
 "title": "example glossary",  
 "GlossDiv": {  
 "title": "S",  
 "GlossList": {  
 "GlossEntry": {  
 "ID": "SGML",  
 "SortAs": "SGML",  
 "GlossTerm": "Markup Language",  
 "Acronym": "SGML",  
 "Abbrev": "ISO 8879:1986",  
 "GlossDef": {  
 "para": "A meta-markuplanguage",  
 "GlossSeeAlso": ["GML", "XML"]  
 },  
 "GlossSee": "markup"  
 }  
 }  
 }  
 }  
}

Example Output:
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\* The following program asks the user for an input JSON file.

\* The JSON file is checked for validity. Its contents are then

\* converted to a string and deserialized into a Glossary object.

\* The contents of the Glossary object are displayed to the console.

\*

\* A copy of the glossary object is then created. Its content is

\* altered. Then the original content is added to the new object.

\* The contents of the new object are displayed to the console.

\*

\* Json File Format:

{

"glossary": {

"title": "example glossary",

"GlossDiv": {

"title": "S",

"GlossList": {

"GlossEntry": {

"ID": "SGML",

"SortAs": "SGML",

"GlossTerm": "Markup Language",

"Acronym": "SGML",

"Abbrev": "ISO 8879:1986",

"GlossDef": {

"para": "A meta-markuplanguage",

"GlossSeeAlso": ["GML", "XML"]

},

"GlossSee": "markup"

}

}

}

}

}

\*

\*/

using System.Text.Json;

using System.Text.Json.Nodes;

using System.Runtime.Serialization;

using Newtonsoft.Json;

namespace Project1

{

/// <summary>

/// Below is the public TestFunctionality class.

/// It will ask the user for an input JSON file and then validate its content.

/// The file is then passed to the Utility class to be deserialized into a

/// glossary object. The contents of the glossary object are displayed to the

/// console. A new object is created and altered. Then it's added to the

/// original object and displayed to the console.

/// </summary>

public class TestFunctionality

{

// the main method will accept the JSON file from the user.

static public void Main(String[] stringArgs)

{

int error = 1;

string inputFile = null;

FileManagement fileManagementObj = new FileManagement();

Glossary glossaryObj1 = new Glossary();

Utility utilityObj = new Utility();

try

{

// make sure the user entered something.

while ((inputFile == null) || (inputFile == "") || (error != 0))

{

Console.WriteLine("Please enter a JSON file (.json extension): ");

inputFile = Console.ReadLine();

error = fileManagementObj.validateFile(inputFile);

}

utilityObj.createGlossaryObj(inputFile, ref glossaryObj1);

Console.WriteLine("------ CONTENTS OF ORIGINAL GLOSSARY OBJECT ------");

glossaryObj1.displayContent();

Glossary gossaryObj2 = new Glossary();

// copy the first glossary object to the new one.

utilityObj.copyGlossaryObjs(ref glossaryObj1, ref gossaryObj2);

// edit some properties of the second object.

gossaryObj2.glossaryContentObj.glossDivList[0].title = "B";

gossaryObj2.glossaryContentObj.glossDivList[0].glossListObj.glossEntryList[0].ID = "BGML";

gossaryObj2.glossaryContentObj.glossDivList[0].glossListObj.glossEntryList[0].SortAs = "BGML";

gossaryObj2.glossaryContentObj.glossDivList[0].glossListObj.glossEntryList[0].Acronym = "BGML";

// GlossaryObj2 = GlossaryObj1 + GlossaryObj2.

utilityObj.addGlossaryObjs(ref glossaryObj1, ref gossaryObj2);

Console.WriteLine("------ CONTENTS OF NEW GLOSSARY OBJECT ------");

gossaryObj2.displayContent();

}

// catch any exception here.

catch (Exception ex)

{

Console.WriteLine("Exception thrown in TestFunctionality::Main method: " + ex.Message);

throw;

}

}

}

/// <summary>

/// The Utility class is used to create new glossary objects from input JSON files.

/// They are first converted to string format. Then they are deserialized into a

/// glossary object. The glossary object passed by reference is updated.

/// </summary>

public class Utility

{

/// <summary>

/// Below is the public createGlossaryObj method.

/// It will convert the contents of the file to a string.

/// The string will be deserialized and stored inside a Glossary object.

/// </summary>

public void createGlossaryObj(string inputFile, ref Glossary glossaryObj)

{

try

{

// create a JSON string by reading all the text in the file.

string jsonStr = File.ReadAllText(inputFile);

// create a glossary object by deserializing the JSON string using the Glossary Object class structure.

glossaryObj = JsonConvert.DeserializeObject<Glossary>(jsonStr);

// add the glossListObj to the glossList.

glossaryObj.glossaryContentObj.glossDivObj.glossListObj.glossEntryList.Add(glossaryObj.glossaryContentObj.glossDivObj.glossListObj.glossListObj);

// add the glossDivObj to the glossary list for this glossary object.

glossaryObj.glossaryContentObj.glossDivList.Add(glossaryObj.glossaryContentObj.glossDivObj);

}

// catch any exception here.

catch (Exception ex)

{

Console.WriteLine("Exception thrown in Utility::createGlossaryObj method: " + ex.Message);

throw;

}

}

/// <summary>

/// Below is the public addGlossaryObjs method.

/// It will add the contents of the first glossary object to the second.

/// </summary>

public void addGlossaryObjs(ref Glossary glossObj1, ref Glossary glossObj2)

{

try

{

for(int i = 0; i < glossObj1.glossaryContentObj.glossDivList.Count; i++)

{

bool isInList2 = false;

for(int j = 0; j < glossObj2.glossaryContentObj.glossDivList.Count; j++)

{

// if the keys of the GlossDivEntries are the same, add the GlossEntries from Obj1 to Obj2's.

if(glossObj1.glossaryContentObj.glossDivList[i].title == glossObj2.glossaryContentObj.glossDivList[j].title)

{

isInList2 = true;

// make sure there are no copies of GlossEntries (keys must be unique).

for(int k = 0; k < glossObj1.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList.Count; k++)

{

bool isInGlossList2 = false;

for(int z = 0; z < glossObj2.glossaryContentObj.glossDivList[j].glossListObj.glossEntryList.Count; z++)

{

if(glossObj1.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList[k].ID == glossObj2.glossaryContentObj.glossDivList[j].glossListObj.glossEntryList[z].ID)

{

isInGlossList2 = true;

}

}

if (!isInGlossList2)

{

glossObj2.glossaryContentObj.glossDivList[j].glossListObj.glossEntryList.Add(glossObj1.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList[k]);

}

}

}

}

// if it is not in list 2 then add it to list 2.

if (!isInList2)

{

glossObj2.glossaryContentObj.glossDivList.Add(glossObj1.glossaryContentObj.glossDivList[i]);

}

}

}

catch (Exception ex)

{

Console.WriteLine("Exception thrown in Utility::addGlossaryObjs method: " + ex.Message);

throw;

}

}

/// <summary>

/// Below is the public copyGlossaryObjs method.

/// It will copy all the items from the original glossary object into the

/// new glossary object.

/// </summary>

/// <param name="originalGlossObj"></param>

/// <param name="newGlossObj"></param>

public void copyGlossaryObjs(ref Glossary originalGlossObj, ref Glossary newGlossObj)

{

try

{

// first, clear out any old points in the new glossary object

if (newGlossObj.glossaryContentObj != null)

{

newGlossObj.glossaryContentObj.glossDivList.Clear();

}

// if it's null, then create a new GlossaryContentObj on the heap.

else

{

newGlossObj.glossaryContentObj = new GlossaryContent();

newGlossObj.glossaryContentObj.glossDivObj = new GlossDiv();

newGlossObj.glossaryContentObj.glossDivObj.glossListObj = new GlossList();

}

int originalDivListCount = originalGlossObj.glossaryContentObj.glossDivList.Count();

// next, copy each element from the original glossary object

for (int i = 0; i < originalDivListCount; i++)

{

// create a new space in memory for this glossDivEntry

GlossDiv newGlossDiv = new GlossDiv();

// populate the newGlossDiv object

populateGlossDiv(ref newGlossDiv, ref originalGlossObj, i);

// add the elements from the glossDivlist to the object.

newGlossObj.glossaryContentObj.glossDivList.Add(newGlossDiv);

}

}

// catch any exception here.

catch (Exception ex)

{

Console.WriteLine("Exception thrown in Utility::copyGlossaryObjs method: " + ex.Message);

throw;

}

}

/// <summary>

/// A helper function for the copyGlossaryObjs method. It populates the new gloss div from the

/// original gloss object's glossDivList entry.

/// </summary>

/// <param name="newGlossDiv"></param>

/// <param name="originalGlossObj"></param>

private void populateGlossDiv(ref GlossDiv newGlossDiv, ref Glossary originalGlossObj, int i)

{

try

{

newGlossDiv.title = originalGlossObj.glossaryContentObj.glossDivList[i].title;

// create a new gloss list for this entry

newGlossDiv.glossListObj = new GlossList();

newGlossDiv.glossListObj.glossEntryList = new List<GlossEntry>();

int originalNumberOfGlossListEntries = originalGlossObj.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList.Count;

// copy each of the GlossListEntries from the original object to the new object.

for (int j = 0; j < originalNumberOfGlossListEntries; j++)

{

// allocate new memory on the heap.

GlossEntry newGlossEntry = new GlossEntry();

// use the helper function to populate the new GlossEntry object.

populateGlossEntry(ref newGlossEntry, ref originalGlossObj, i, j);

// add the new gloss entry to the new gloss list.

newGlossDiv.glossListObj.glossEntryList.Add(newGlossEntry);

}

}

// catch any exception here.

catch (Exception ex)

{

Console.WriteLine("Exception thrown in Utility::populateGlossDiv method: " + ex.Message);

throw;

}

}

/// <summary>

/// A helper function for the populateGlossDiv method. It populates the new gloss entry from the

/// original gloss object's gloss list entry.

/// </summary>

/// <param name="newGlossEntry"></param>

/// <param name="originalGlossObj"></param>

private void populateGlossEntry(ref GlossEntry newGlossEntry, ref Glossary originalGlossObj, int i, int j)

{

try

{

// copy each of the properties from the original object to the new object.

newGlossEntry.ID = originalGlossObj.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList[j].ID;

newGlossEntry.Abbrev = originalGlossObj.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList[j].Abbrev;

newGlossEntry.Acronym = originalGlossObj.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList[j].Acronym;

newGlossEntry.SortAs = originalGlossObj.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList[j].SortAs;

newGlossEntry.GlossTerm = originalGlossObj.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList[j].GlossTerm;

newGlossEntry.GlossSee = originalGlossObj.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList[j].GlossSee;

// create new GlossDef and GlossSeeAlso objects.

GlossDef newGlossDef = new GlossDef();

newGlossDef.GlossSeeAlso = new List<string>();

newGlossDef.para = originalGlossObj.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList[j].glossDefObj.para;

// populate all GlossSeeAlso elements into the newGlossDef object.

int numberOfGlossSeeAlsoOriginal = originalGlossObj.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList[j].glossDefObj.GlossSeeAlso.Count;

for (int k = 0; k < numberOfGlossSeeAlsoOriginal; k++)

{

string temp = originalGlossObj.glossaryContentObj.glossDivList[i].glossListObj.glossEntryList[j].glossDefObj.GlossSeeAlso[k];

newGlossDef.GlossSeeAlso.Add(temp);

}

newGlossEntry.glossDefObj = newGlossDef;

}

// catch any exception here.

catch (Exception ex)

{

Console.WriteLine("Exception thrown in Utility::populateGlossEntry method: " + ex.Message);

throw;

}

}

}

/// <summary>

/// Below is the public Glossary class.

/// Use the JsonConvert.DeserializeObject<Glossary>(JsonString) method

/// to populate the properties of an instance of this class. Then use

/// the displayContent method to view the glossary's content on the console.

/// </summary>

public class Glossary

{

[JsonProperty("glossary")]

public GlossaryContent glossaryContentObj { get; set; }

// display the content of the Glossary object to the user.

public void displayContent()

{

glossaryContentObj.displayContent();

}

}

/// <summary>

/// Below is the public GlossaryContent class.

/// It holds important JsonProperties for the instance of the glossary class.

/// It also holds a list of GlossDiv objects.

/// </summary>

public class GlossaryContent

{

[JsonProperty("title")]

public string? title { get; set; }

[JsonProperty("GlossDiv")]

public GlossDiv glossDivObj { get; set; }

// display the content of the GlossaryContent object to the user.

public void displayContent()

{

Console.WriteLine("Glossary title: " + title);

// display the content in each GlossDiv object in the list.

for(int i = 0; i < glossDivList.Count; i++)

{

glossDivList[i].displayContent();

}

}

// a list holding the glossDivEntries.

public List<GlossDiv> glossDivList = new List<GlossDiv>();

}

/// <summary>

/// Below is the public GlossDiv class.

/// It holds important JsonProperties for the GlossDiv object.

/// </summary>

public class GlossDiv

{

[JsonProperty("title")]

public string? title { get; set; }

[JsonProperty("GlossList")]

public GlossList glossListObj { get; set; }

// display the content of the instance of the GlossDiv class.

public void displayContent()

{

Console.WriteLine(" Gloss Div Title: " + title);

glossListObj.displayContent();

}

}

/// <summary>

/// Below is the public GlossList class.

/// It holds an instance of the gloss list object.

/// It also holds a list of gloss entries.

/// </summary>

public class GlossList

{

[JsonProperty("GlossEntry")]

public GlossEntry glossListObj { get; set; }

// a list to store the GlossEntry objects.

public List<GlossEntry> glossEntryList = new List<GlossEntry>();

// display the content of the instance of the GlossDiv class.

public void displayContent()

{

for (int i = 0; i < glossEntryList.Count; i++)

{

glossEntryList[i].displayContent();

}

}

}

/// <summary>

/// Below is the public GlossEntry class.

/// It holds important JsonProperties for an entry in the GlossDiv.

/// </summary>

public class GlossEntry

{

[JsonProperty("ID")]

public string? ID { get; set; }

[JsonProperty("SortAs")]

public string? SortAs { get; set; }

[JsonProperty("GlossTerm")]

public string? GlossTerm { get; set; }

[JsonProperty("Acronym")]

public string? Acronym { get; set; }

[JsonProperty("Abbrev")]

public string? Abbrev { get; set; }

[JsonProperty("GlossDef")]

public GlossDef glossDefObj { get; set; }

[JsonProperty("GlossSee")]

public string? GlossSee { get; set; }

// display the contents of the gloss entry.

public void displayContent()

{

Console.WriteLine(" ID: " + ID);

Console.WriteLine(" SortAs: " + SortAs);

Console.WriteLine(" GlossTerm: " + GlossTerm);

Console.WriteLine(" Acronym: " + Acronym);

Console.WriteLine(" Abbrev: " + Abbrev);

Console.WriteLine(" GlossDef:");

glossDefObj.displayContent();

Console.WriteLine(" GlossSee: " + GlossSee);

}

}

/// <summary>

/// Below is the public GlossDef class.

/// It holds important JsonProperties for the definition of the gloss entry.

/// </summary>

public class GlossDef

{

[JsonProperty("para")]

public string? para { get; set; }

[JsonProperty("GlossSeeAlso")]

public IList<string> GlossSeeAlso { get; set; }

// display the contents of the Gloss Def object.

public void displayContent()

{

Console.WriteLine(" para: " + para);

Console.WriteLine(" The content of the GlossSeeAlso list: ");

for (int i = 0; i < GlossSeeAlso.Count; i++)

{

Console.WriteLine(" " + GlossSeeAlso[i]);

}

}

}

/// <summary>

/// The file management class is responsible for verifying

/// the user input. The user must enter a valid, non-empty

/// JSON file.

/// </summary>

public class FileManagement

{

public int validateFile(string inputFileName)

{

int error = 0;

// call the three private methods used to check for validity.

error = verifyFileExtension(inputFileName);

error = verifyFileExists(inputFileName);

error = verifyFileIsNotEmpty(inputFileName);

// return the error code if there is one. Error = 0 on success.

return error;

}

// verify the file's extension is .json. If there was an exception, return -1.

// If the file extension is not .json, return -2. If the file extension is .json,

// return 0.

private int verifyFileExtension(string inputFileName)

{

string extension = null;

try

{

extension = Path.GetExtension(inputFileName);

}

catch(Exception ex)

{

Console.WriteLine(ex.Message);

return -1;

}

if(extension != ".json")

{

Console.WriteLine("File extension is " + extension + ". Please enter a .json file.");

return -2;

}

else

{

return 0;

}

}

// Verify the file exists. If it does not exist, return -3. If there was an exception,

// return -4. If the file exists, return 0.

private int verifyFileExists(string inputFileName)

{

try

{

FileInfo fileInfoObj = new FileInfo(inputFileName);

if (!fileInfoObj.Exists)

{

Console.WriteLine(inputFileName + " does not exist.");

return -3;

}

else

{

return 0;

}

}

catch (Exception ex)

{

Console.WriteLine(ex.Message);

return -4;

}

}

// Verify that the file is not empty. Use the FileInfo object's length method to

// check for the existance of file content. If the file is empty, return -5. If

// there was an exception, return -6. If the file is not empty, return 0.

private int verifyFileIsNotEmpty(string inputFileName)

{

try

{

FileInfo fileInfoObj = new FileInfo(inputFileName);

if (fileInfoObj.Length == 0)

{

Console.WriteLine("The file is empty. Please enter a non-empty file in JSON format.");

return -5;

}

else

{

return 0;

}

}

catch (Exception ex)

{

Console.WriteLine(ex.Message);

return -6;

}

}

}

}